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Projects distribution across languages.

<table>
<thead>
<tr>
<th>Language</th>
<th>Projects</th>
</tr>
</thead>
<tbody>
<tr>
<td>Python</td>
<td>20</td>
</tr>
<tr>
<td>Java (Android Development)</td>
<td>13</td>
</tr>
<tr>
<td>Ruby</td>
<td>2</td>
</tr>
<tr>
<td>C++</td>
<td>1</td>
</tr>
<tr>
<td>Rollbase</td>
<td>4</td>
</tr>
<tr>
<td>JavaScript/HTML</td>
<td>6</td>
</tr>
<tr>
<td>Scala</td>
<td>1</td>
</tr>
</tbody>
</table>

**Table:** Project Distribution across Languages
Static Code Analysis Tools

Pylint

- Pylint is a tool that checks for errors in Python code, tries to enforce a coding standard and looks for bad code smells.
- Other tools like pychecker explicitly does not bother with coding style.
- The default coding style used by Pylint is close to PEP 008.
- Pylint gives a rating of -ve infinity to +10 based on the formulae: $10.0 - (\text{float}(5 \times \text{error + warning + refactor + convention}) / \text{statement}) \times 10$
- Pylint classifies flaws in code into error, warning, refactor and convention. Details of the same can be found here [http://pylint-messages.wikidot.com/all-codes](http://pylint-messages.wikidot.com/all-codes)

Findbugs

- FindBug is a program to find bugs in Java programs. It looks for instances of "bug patterns" — code instances that are likely to be errors.
- Findbugs can be used from the command line or within ant, eclipse, maven, netbeans and emacs.
- Findbugs uses static analysis to look for more than 200 bug patterns, such as null pointer dereferences, infinite recursive loops, bad uses of the Java libraries and deadlocks.
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## Interpretation of code inspection reports

<table>
<thead>
<tr>
<th>Q1: Common mistakes found out during code inspection?</th>
</tr>
</thead>
<tbody>
<tr>
<td>No doc strings/Doc comments in modules, classes, functions, or methods</td>
</tr>
<tr>
<td>35%</td>
</tr>
<tr>
<td>Importing a module multiple times or using import and from/import</td>
</tr>
<tr>
<td>5.00%</td>
</tr>
<tr>
<td>naming and indentation issues</td>
</tr>
<tr>
<td>32.00%</td>
</tr>
<tr>
<td>Others(part of the bug type description provided to students)</td>
</tr>
<tr>
<td>28.00%</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>Q2: Classification of bugs identified(Severity 1 being high severity.)</th>
</tr>
</thead>
<tbody>
<tr>
<td>Severity1(High)</td>
</tr>
<tr>
<td>13%</td>
</tr>
<tr>
<td>Severity2(Medium)</td>
</tr>
<tr>
<td>23%</td>
</tr>
<tr>
<td>Severity3(Low)</td>
</tr>
<tr>
<td>64%</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>Q3: Time spent by students on code review?</th>
</tr>
</thead>
<tbody>
<tr>
<td>Average time spent by a student on Peer Code Review per 100 LOC</td>
</tr>
<tr>
<td>10 min</td>
</tr>
</tbody>
</table>
# Code inspection review template

<table>
<thead>
<tr>
<th>Team Number</th>
<th>1</th>
</tr>
</thead>
<tbody>
<tr>
<td>Student Name</td>
<td>Student1</td>
</tr>
<tr>
<td>Iteration number</td>
<td>Release 1</td>
</tr>
<tr>
<td>Description of feature implemented</td>
<td>action bar + contact list</td>
</tr>
<tr>
<td>Has the functionality being fully implemented w.r.t SRS?</td>
<td>summary screen not there</td>
</tr>
<tr>
<td>Number of lines of code reviewed</td>
<td>Aprox. 400</td>
</tr>
<tr>
<td>Number of classes reviewed</td>
<td>4</td>
</tr>
<tr>
<td>Number of methods reviewed</td>
<td>15</td>
</tr>
<tr>
<td>Time spent on code review</td>
<td>2 hrs</td>
</tr>
<tr>
<td>Static code analysis tool used</td>
<td>IntelliJ</td>
</tr>
<tr>
<td>Defects Found.(description of bug in less than 10 words)</td>
<td>Severity of bug</td>
</tr>
<tr>
<td>Play button not appearing again</td>
<td>Medium</td>
</tr>
<tr>
<td>Number of Defects fixed</td>
<td>3</td>
</tr>
</tbody>
</table>
## Survey on code inspection

### Q1: What is your level of confidence in performing code inspections after conducting code reviews for the first Python based programming assignment?

<table>
<thead>
<tr>
<th>Level</th>
<th>Percentage</th>
</tr>
</thead>
<tbody>
<tr>
<td>Very Low</td>
<td>3.00%</td>
</tr>
<tr>
<td>Low</td>
<td>5.00%</td>
</tr>
<tr>
<td>Moderate</td>
<td>32.00%</td>
</tr>
<tr>
<td>High</td>
<td>49.00%</td>
</tr>
<tr>
<td>Very High</td>
<td>11.00%</td>
</tr>
</tbody>
</table>

### Q2: How many total team meetings you had since the start of the project?

<table>
<thead>
<tr>
<th>Range</th>
<th>Percentage</th>
</tr>
</thead>
<tbody>
<tr>
<td>Very Low (0-5)</td>
<td>3.00%</td>
</tr>
<tr>
<td>Low (6-10)</td>
<td>22.00%</td>
</tr>
<tr>
<td>Moderate (11-15)</td>
<td>36.00%</td>
</tr>
<tr>
<td>High (16-20)</td>
<td>24.00%</td>
</tr>
<tr>
<td>Very High (More than 20)</td>
<td>15.00%</td>
</tr>
</tbody>
</table>

### Q3: Did code inspection and review activity enable you to understand and comprehend your project better?

<table>
<thead>
<tr>
<th>Response</th>
<th>Percentage</th>
</tr>
</thead>
<tbody>
<tr>
<td>Yes</td>
<td>42.00%</td>
</tr>
<tr>
<td>No</td>
<td>19.00%</td>
</tr>
<tr>
<td>Partially</td>
<td>39.00%</td>
</tr>
</tbody>
</table>
Survey on code inspection

<table>
<thead>
<tr>
<th>Question</th>
<th>Yes</th>
<th>No</th>
</tr>
</thead>
<tbody>
<tr>
<td>Q4: Do you expect an increased number of meetings among team members</td>
<td>72.00%</td>
<td>28.00%</td>
</tr>
<tr>
<td>from now (after the first iteration of code review activity) till</td>
<td></td>
<td></td>
</tr>
<tr>
<td>completion of the project?</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Q5: Does peer code-review and inspection help in improving collaboration</td>
<td>82.00%</td>
<td>18.00%</td>
</tr>
<tr>
<td>team communication and cohesion?</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Q6: What is the likelihood of changing your team communication</td>
<td>12.00%</td>
<td>25.00%</td>
</tr>
<tr>
<td>mechanism due to the introduction of team inspection and peer code</td>
<td></td>
<td></td>
</tr>
<tr>
<td>review activity?</td>
<td>48.00%</td>
<td>12.00%</td>
</tr>
<tr>
<td>activity?</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Very Low</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Low</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Moderate</td>
<td></td>
<td></td>
</tr>
<tr>
<td>High</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Very High</td>
<td></td>
<td></td>
</tr>
</tbody>
</table>
Threats to validity

- In rating the severity of bugs, the Severity levels of the bugs were assigned by the reviewers based on their prior knowledge.
- We could only evaluate OO paradigm, and were restricted to projects implemented using Java and Python.
Best Practises and Recommendations

Based on our experience

- we recommend creation of check-list with **Bug Types** and **code smells** should be provided to students while doing code review.

- Students usually rush while doing code reviews. Hence we recommend students to review 100-200 lines of code at a time so that, the quality of review will not decrease their quality of review.

- BitBucket/GitHub provides good collaborative code review tools – are free and can be effective used in an educational setting. This will also avoid the overhead of ending up with additional code review platforms.

- Both BitBucket and GitHub provides REST API to mine data. The restAPI provided will reduce the effort required in extracting data for textual analysis.
Conclusion

Our study on introducing peer code reviews at sophomore level of undergraduate curriculum has been positive:

- in terms of improving code quality.
- improving maintainability of code.
- code review process enhanced team cohesion and improved communication between the team members.
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